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# Задание 1 «Плохие цены» 1100

Поликарп анализирует цену на новую модель berPhone. В его распоряжении цены за nn последних дней: a1,a2,…,ana1,a2,…,an, где aiai — цена berPhone в день ii.

Поликарп считает цену в день ii плохой, если позже (то есть в день с большим номером) berPhone продавался по меньшей цене. Например, если n=6n=6 и a=[3,9,4,6,7,5]a=[3,9,4,6,7,5], то количество дней с плохой ценой равно 33 — это дни 22 (a2=9a2=9), 44 (a4=6a4=6) и 55 (a5=7a5=7).

Выведите количество дней с плохой ценой по мнению Поликарпа.

Вам необходимо ответить на tt независимых наборов входных данных.

**Входные данные**

В первой строке записано целое число tt (1≤t≤100001≤t≤10000) — количество наборов входных данных в тесте. Наборы входных данных надо обрабатывать независимо, один за другим.

Каждый набор входных данных состоит из двух строк. Первая строка содержит целое число nn (1≤n≤1500001≤n≤150000) — количество дней. Вторая строка содержит nn целых чисел a1,a2,…,ana1,a2,…,an (1≤ai≤1061≤ai≤106), где aiai — цена в ii-й день.

Гарантируется, что сумма nn по всем наборам входных данных в тесте не превосходит 150000150000.

**Выходные данные**

Выведите tt целых чисел, jj-е из них должно быть равно количеству дней с плохой ценой в jj-м наборе входных данных.

## Код

def solve(n, arr):

    min\_price\_on\_right = int(arr[n-1])

    bad\_prices = 0

    for i in range(n-2, -1, -1):

        if int(arr[i]) > min\_price\_on\_right:

            bad\_prices += 1

        else:

            min\_price\_on\_right = int(arr[i])

    return bad\_prices

if \_\_name\_\_ == "\_\_main\_\_":

    t = int(input())

    results = list()

    for \_ in range(0, t):

        n = int(input())

        arr = input().split(" ")

        results.append(solve(n, arr))

    for result in results:

        print(result)

## Результат

### Вводные
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### Вывод
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Рисунок 1 – Выполнение первого задания

# Задание 2 «Система регистрации» 1300

В скором времени в Берляндии откроется новая почтовая служба "Берляндеск". Администрация сайта хочет запустить свой проект как можно быстрее, поэтому они попросили Вас о помощи. Вам предлагается реализовать прототип системы регистрации сайта.

Система должна работать по следующему принципу. Каждый раз, когда новый пользователь хочет зарегистрироваться, он посылает системе запрос name со своим именем. Если данное имя не содержится в базе данных системы, то оно заносится туда и пользователю возвращается ответ OK, подтверждающий успешную регистрацию. Если же на сайте уже присутствует пользователь с именем name, то система формирует новое имя и выдает его пользователю в качестве подсказки, при этом подсказка также добавляется в базу данных. Новое имя формируется по следующему правилу. К name последовательно приписываются числа, начиная с единицы (name1, name2, ...), и среди них находят такое наименьшее i, что namei не содержится в базе данных сайта.

**Входные данные**

В первой строке входных данных задано число *n* (1 ≤ *n* ≤ 105). Следующие *n* строк содержат запросы к системе. Каждый запрос представляет собой непустую строку длиной не более 32 символов, состоящую только из строчных букв латинского алфавита.

**Выходные данные**

В выходных данных должно содержаться *n* строк — ответы системы на запросы: ОК в случае успешной регистрации, или подсказку с новым именем, если запрашиваемое уже занято.

## Код

def solve(n, names):

    db = {}

    result = []

    for i in range(0, n):

        if names[i] not in db:

            result.append("OK")

            db[names[i]] = 1

        else:

            postfix = db[names[i]]

            result.append(names[i] + str(postfix))

            db[names[i]] = postfix + 1

    return result

if \_\_name\_\_ == "\_\_main\_\_":

    n = int(input())

    names = []

    for i in range(0, n):

        names.append(input())

    result = solve(n, names)

    for i in range(0, n):

        print(result[i])

## Результат

### Вводные
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### Вывод

![Изображение выглядит как текст

Автоматически созданное описание](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWYAAACvCAIAAABB1OOJAAAABmJLR0QA/wD/AP+gvaeTAAARlUlEQVR4nO3da0zT1/8H8NN+AWltKZVaLEI7TcslKmsolCJRptOoD4jYzWwwMmWs44mXJcRlIW7MZCEz2WKyNTNLM4dm7mKdUSMGV1E2hTnNNshkjtsI0tDtiw56o4C0/T3o/h3/UmfP1FbZ+/XAtJ+ennzaxLc9p197OBqNhkRmZGQkpCKTKYK3bbbBCOeJLZlM8eeff8S6C4DHFTfWDQDA4wSRAQAU7isypqYmH1QfAPBYiLufJ9vtt0WilISEeY9XdixYkBrrFgAeV/cVGdPTd27f/v1BtRIdj8s2LcCjCXsZAEABkQEAFBAZAEABkQEAFO5r+zMuLj74jcljtw8KAP/CfX3KCOQFISTwJwDMefcVGUgKgP8a7GUAAAVEBgBQQGQAAAVEBgBQQGQAAAVEBgBQQGQAAAVEBgBQQGQAAAVEBgBQQGQAAAVEBgBQQGQAAAVEBgBQuK+f2JnbUlNTq6qqNBoNn8/3+/12u/3ChQuNjY1er5cQolAo9u3bRwipr68fHBwkhDAMU1dXp9Ppent76+vr7XZ7jF8AwEOAyAhPqVTW1tYqFH8dOsvhcMRisV6vT0tLa2hoCKRGiKqqKq1Wy7Ks0WhEXsBchYVJeBUVFQqFYnR01Gg0lpaWbt++3WKxTE9PFxQUbNmyZfb4lStXrlu3zu12m0ymvr6+6DcMEB2xiYykpKTKysrKysqkpKSZ9YKCgp07dxYUFIQM3rZtW1VVVcjgh0etVufk5Hg8HpPJdPbsWa/Xy7LsgQMH2traGIbR6XQh45VKpcFgSExMPHbsWHt7e3SaBIiJ2CxMtm7d+vTTTxNChELhwYMHA8XMzMzq6mqRSLRs2TK73d7T0xOov/DCC6tWreJwOPPnzzcajVFoLysrSyAQdHd3t7a2zqxfvHhRq9VKJJLggoUQwuVyy8vLJRJJU1PTiRMnotAeQAxhYRKGWCxmGObmzZshdZZlXS6XQCBISUkJFsvKyrRa7dWrV00mU3TbBIiB2HzKMJvNk5OThJDTp08Hiz09PR9//LFOp7ty5UrwIwYh5OjRo+Pj41wu96uvvopOe1KplBAyPj5+z5FCobCkpMTpdJ48eTLsnijAHBObyHA4HJ9++uns+rVr165duzZ78OHDh6PS11/GxsYIIXw+P+yjPp/P5/MFbjudzuvXr5eUlFRXV+OLVfgvwMIkDJfL5ff75XJ5SF0ulwuFQrfbfevWrWCxqampv79fpVLt2rWLYZjodgoQbYiMMHp7eycmJuRyeXFxcbDIMMzatWt5PJ7VarVarcH6+Pi40WhkWVar1RoMhlj0CxA9iIwwOjs7rVarQCCoqalZv349wzAZGRl79+7Nz8/3eDwtLS0h4/v6+kwmk9vt3rhxo16vj0nPANHBpKWlRTh09nagUJgcvO1yzZ1l/OTkpMPhUKvVYrG4qKiooqKitLQ0PT3d7/c3NzcfP36cEJKcnLxmzRpCSGtrq91uHxoaiouLy83NzczMHB4eHhoaivWLAHgocMF4eO3t7TabraamJjs7OyEhwev12mw2s9lssVju9hSz2axSqXQ6ncFgYFkW14DCnMTRaDQRDh0ZGQmpyGR/X9Fksw0+sKYA4FGFvQwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoIDIAAAKiAwAoICfC76r1NTUqqoqjUbD5/P9fr/dbr9w4UJjY2PgIEWFQrFv3z5CSH19/eDgICGEYZi6ujqdTtfb24uT02CuQmSEp1Qqa2trgye8czgcsVis1+vT0tIaGhrCHr9aVVWl1WpZljUajcgLmKuwMAmvoqJCoVCMjo4ajcbS0tLt27dbLJbp6emCgoItW7bMHr9y5cp169a53W6TyYTjCGAOQ2SEoVarc3JyPB6PyWQ6e/as1+tlWfbAgQNtbW0Mw+h0upDxSqXSYDAkJiYeO3asvb09Jj0DRAciI4ysrCyBQDAwMNDa2jqzfvHiRY/HI5FIggsWQgiXyy0vL5dIJM3NzSdOnIh2rwDRhcgIQywWMwxz8+bNkDrLsi6XSyAQpKSkBItlZWVarfbq1asmkym6bQLEACIjDKlUSsKdQTubUCgsKSlxOp0nT54MuycKMMcgMsIYGxsjhPD5/LCP+nw+n88XuO10Oi9fviwUCqurq0UiUfRaBIgRREYYLpfL7/fL5fKQulwuFwqFbrf71q1bwWJTU1N/f79Kpdq1axfDMNHtFCDaEBlh9Pb2TkxMyOXy4uLiYJFhmLVr1/J4PKvVarVag/Xx8XGj0ciyrFarNRgMsegXIHoQGWF0dnZarVaBQFBTU7N+/XqGYTIyMvbu3Zufn+/xeFpaWkLG9/X1mUwmt9u9ceNGvV4fk54BooNJS0uLcOjs7UChMDl42+WaO9c7Tk5OOhwOtVotFouLiooqKipKS0vT09P9fn9zc/Px48cJIcnJyWvWrCGEtLa22u32oaGhuLi43NzczMzM4eHhoaGhWL8IgIcCF4yH197ebrPZampqsrOzExISvF6vzWYzm80Wi+VuTzGbzSqVSqfTGQwGlmVxDSjMSRyNRhPh0JGRkZCKTPb3FU022+ADawoAHlXYywAACogMAKCAyAAACogMAKCAyAAACogMAKCAyAAACogMAKCAyAAACogMAKCAyAAACogMAKCAyAAACogMAKCAyAAACogMAKCAyAAACogMAKCAyPiXFApFY2NjY2PjzPNZY+XNN988derU5s2bY90IzH34uWD4f3Jycp5//nm1Wn3nzp2GhoYff/wx1h3BowWRAX/Jy8urrKxUqVSBM9/u3LkT647gUYSFCRBCCMMwlZWV2dnZXq+3vb09kiOs4b8JnzLuKi8v77nnnlMqlTwez+fzOZ3OS5cuffLJJx6PZ+YwqVS6Y8eO7OxsLpfrcDhOnz79+eef005SWFhYXl7+xBNPBM5M+fXXXz/88MOBgYHAo6mpqRUVFVqtVigUcrlcj8fT29v70UcfBQcEMAyzY8eOp556is/nT01N/fDDD++//77dbo9kEq/X29HRMT09ffDgQbFYrFarH8ZbCnMATksLT6FQvP7660uXLo2PjyeEcDicxMRElUqVnJz8/fffk/87LU0oFBYXFy9evJjL5QbGZGVljY2N9ff3RzJJgF6v37Fjh1QqDawIuFyuVCpNSUn55ptvAgNqa2tLSkoSExM5HA4hJD4+PjU1ddmyZZcvX56cnCSElJSUpKenK5XK5cuXJyQkEEIYhklPT5dIJG1tbRFO0tnZabFYxsbGZDLZqlWrCCGXLl2y2WzResvh8YBPGXfldDo7OjosFktXV5dIJHrllVdWr169fPlyqVTKsmxgDI/Hu3PnjsViOXr06Lx58/bs2aNUKktKSs6dOxfhJLm5uVu3bo2Pj+/p6fniiy+uXLmiVCo3b97M5f69Zpyamrp+/fqZM2euXbs2NTW1adOmF198USaTFRYWfv3114ExDMOIRKLu7u4jR450d3dXV1dv2LBhxYoVWVlZ3d3dEU4CcE+IjPAGBwd37twZvGu321taWgoLC+Pj43k8XrDu8XgOHz58+vTpwF2z2fzqq6/KZLL09HSr1RrJJFqtNikpqb+/v76+PrCI6Ovre++992Y2884778y8e+bMmQ0bNsjl8pmdeL3e7777bv/+/V6vlxBy5MiR5cuXL1q0SKVSBSIjkkkA7gmRcVerV69+9tln5XJ54KN+gMvlmjnG6XR2dnYG7w4NDblcLg6HE1hiRDJJYGHY0dER3HSYLSMjY9u2bU8++SSfzw8sK8isbzR8Pl9XV1cgLwghDofjjz/+kMlkwU4imQTgnhAZ4ZWWllZXV8/8ex6JefPmcbnc4N/bCCfx+XzT09N3e1ShUNTX1y9atIiqE0JIYAPlPicBCIHICK+oqCghIWFgYMBkMnV0dBBC8vLy6urq/vlZK1asEIlEw8PDo6OjEU4yNjbGMExWVhbDMMGsmUmn0y1cuNDlcn322Wfnzp0LfNXywQcfyOXyf+hEqVRmZGRMT0//+eef/3oSgNlwXUZ48+fPJ4Tcvn17YGCAx+Nt2rTppZdeSkxMDBkWHx+/ZMkSHo/H4/HKysqeeeYZDofT0dHhcDginKS7u3tiYiI3N/ett94KfLUplUp37969Z8+eYCeB70R/++03j8ejVqvfeOONjIyMkE64XO7ChQulUikhRK1W7969e8GCBVarNbBuinASgHvCp4zwbty4sXTp0vz8/JkXWcwmFotfe+21mZWenp7gUyKZ5Pz581qttrCwUKPRaDSaYP3KlSuBG7/88suGDRsWLlwYsn8Zsg3BMIxer9fr9cGKw+H48ssvA+EVySQvv/zyzKcTQt5+++3AmEOHDp06deof3gf478B1GeF1dXWlpqampqbGx8d7vV6bzXbq1CmJRMIwTGtrq91u9/v9SUlJIpFo3rx5DMP4fD6Hw3H+/Pl33303uLt5z0kIIX6/v62tzev1pqWlJSYmcrncqamprq6uQ4cOjY2NEUKsVuvk5OSSJUsCH0+cTue33377+++/L168+Keffgp8G8Ln80UiEZ/Pj4uL43A4Ho/nxo0b+/fv//nnnwOdRDJJXl5eTk7O7LfC5/MFxwBwZv7L9s9GRkZCKjLZ3/+J02YbfGBNAcCjCnsZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABkQEAFBAZAEABvzB+V6mpqVVVVRqNhs/n+/1+u91+4cKFxsbGwGkjCoVi3759hJD6+vrBwUFCCMMwdXV1Op2ut7c3eFoiwByDyAhPqVTW1tYqFH/9HjKHwxGLxXq9Pi0traGhIewZRVVVVVqtlmVZo9GIvIC5CguT8CoqKhQKxejoqNFoLC0t3b59u8VimZ6eLigo2LJly+zxK1euXLdundvtNplMfX190W8YIDoQGWGo1eqcnByPx2Mymc6ePev1elmWPXDgQFtbG8MwOp0uZLxSqTQYDImJiceOHWtvb49JzwDRgcgIIysrSyAQDAwMtLa2zqxfvHjR4/FIJJLggoUQwuVyy8vLJRJJc3PziRMnot0rQHQhMsIQi8UMw9y8eTOkzrKsy+USCAQpKSnBYllZmVarvXr1qslkim6bADGAyAgjcBjy7AMlZxMKhSUlJU6n8+TJk2H3RAHmGERGGIHDUPl8fthHfT6fz+cL3HY6nZcvXxYKhdXV1SKRKHotAsQIIiMMl8vl9/vlcnlIXS6XC4VCt9t969atYLGpqam/v1+lUu3atYthmOh2ChBtiIwwent7JyYm5HJ5cXFxsMgwzNq1a3k8ntVqtVqtwfr4+LjRaGRZVqvVGgyGWPQLED2IjDA6OzutVqtAIKipqVm/fj3DMBkZGXv37s3Pz/d4PC0tLSHj+/r6TCaT2+3euHGjXq+PSc8A0cGkpaVFOHT2dqBQmBy87XLNnesdJycnHQ6HWq0Wi8VFRUUVFRWlpaXp6el+v7+5ufn48eOEkOTk5DVr1hBCWltb7Xb70NBQXFxcbm5uZmbm8PDw0NBQrF8EwEOBC8bDa29vt9lsNTU12dnZCQkJXq/XZrOZzWaLxXK3p5jNZpVKpdPpDAYDy7K4BhTmJI5Go4lw6MjISEhFJvv7iiabbfCBNQUAjyrsZQAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAABUQGAFBAZAAAhfuKjKmpyQfVBwA8Fu4rMuz224HUQHYA/Efc16EE09N3bt/+/UG1AgCPPuxlAAAFRAYAUEBkAAAFRAYAUEBkAAAFRAYAUEBkAAAFRAYAUEBkAAAFRAYAUEBkAAAFRAYAUEBkAACF/wGaOc+O8G1SZgAAAABJRU5ErkJggg==)

Рисунок 2 – Результат работы второй программы

# Задание 3 "Влад и отложенные дела" 1800

Влад и Настя живут в городе, состоящем из nn домов и n−1n−1 дороги. Из каждого дома можно добраться до другого передвигаясь только по дорогам. То есть город представляет собой дерево.

Влад живёт в доме с номером xx, а Настя в доме с номером yy. Влад решил пойти к Насте в гости. Однако он вспомнил, что отложил на потом kk дел, которые он должен сделать прежде чем прийти к Насте. Чтобы сделать ii-е дело ему необходимо прийти в aiai-й дом, дела можно делать в любом порядке. За 11 минуту он может пройти от одного дома до другого, если их соединяет дорога.

Влад не очень любит пешие прогулки, поэтому его интересует, какое минимальное количество минут он должен потратить на дорогу, чтобы сделать все дела и после этого прийти к Насте. Дома a1,a2,…,aka1,a2,…,ak он может посетить в любом порядке. Любые Дома он может посещать многократно (если захочет).

**Входные данные**

В первой строке входных данных записано целое число tt (1≤t≤1041≤t≤104) — количество наборов входных данных в тесте. Перед каждым набором входных данных в тесте содержится пустая строка.

Первая строка набора входных данных содержит два числа nn и kk (1≤k≤n≤2⋅1051≤k≤n≤2⋅105) — количество домов и дел соответственно.

Вторая строка набора входных данных содержит два числа xx и yy (1≤x,y≤n1≤x,y≤n) — номера домов, в которых живут Влад и Настя, соответственно.

Третья строка набора входных данных содержит kk целых чисел a1,a2,…,aka1,a2,…,ak (1≤ai≤n1≤ai≤n) — номера домов, в которые нужно зайти по дороге.

Следующие n−1n−1 строк содержат описание города, по два числа на строку vjvj и ujuj (1≤uj,vj≤n1≤uj,vj≤n) — номера домов, которые соединяет дорога jj.

Гарантируется, что сумма значений nn по всем наборам входных данных в тесте не превосходит 2⋅1052⋅105.

**Выходные данные**

Выведите tt строк, каждая из которых содержит ответ на соответствующий набор входных данных. В качестве ответа выведите единственное число — минимальное количество минут, необходимых Владу на дорогу, чтобы сделать все дела и прийти к Насте.

## Код

def solve(n, k, x, y, a, graph):

    a.add(x)

    a.add(y)

    stack = [(x, 0)]

    parent = (n + 1) \* [-1]

    y\_height = None

    while stack:

        node, height = stack.pop()

        if node == y:

            y\_height = height

        for child in graph[node]:

            if child != parent[node]:

                parent[child] = node

                stack.append((child, height + 1))

    lst = list(a)

    edge\_ct = 0

    for node in lst:

        if node != x and parent[node] not in a:

            a.add(parent[node])

            lst.append(parent[node])

        if node != x:

            edge\_ct += 2

    return edge\_ct - y\_height

t = int(input())

for case in range(t):

    input()

    n, k = map(int, input().split())

    x, y = map(int, input().split())

    a = set(map(int, input().split()))

    graph = [[] for \_ in range(n + 1)]

    for \_ in range(n - 1):

        u, v = map(int, input().split())

        graph[u].append(v)

        graph[v].append(u)

    print(solve(n, k, x, y, a, graph))

## Результат

### Вводные
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### Вывод
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Рисунок 3 – Выполнение 3 задания

# Задание 4 «Стартап» 1000

Совсем недавно стартап двух студентов государственного университета города F стал невероятно популярным. Пришло время основать новую компанию. Но какое название для нее выбрать?

Было решено применить очень хитрый маркетинговый ход: название компании должно совпадать со своим зеркальным отражением! Другими словами, если выписать название компании на листке в строчку (горизонтально слева направо) большими буквами английского алфавита, после чего поставить этот листок напротив зеркала, то отражение названия в зеркале должно в точности совпадать со строкой, написанной на листке.

Предложений, как назвать компанию, было очень много, поэтому подходить с листком к зеркалу для каждого названия было не разумно. Основатели компании решили автоматизировать этот процесс. Они попросили вас написать программу, которая по заданному слову определит, является оно «зеркальным» или нет.

**Входные данные**

В первой строке содержится непустое название, которое требуется проверить. Название содержит в себе не более 105 заглавных букв английского алфавита. Для написания названия будет использоваться следующий шрифт без засечек:
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**Выходные данные**

Выведите «YES» (без кавычек), если заданное название будет совпадать со своим зеркальным отражением. Иначе, выведите «NO» (без кавычек).

## Код

def solve(s):

    symmetric\_letters = {'A', 'H', 'I', 'M', 'O', 'T', 'U', 'V', 'W', 'X', 'Y'}

    n = len(s)

    for i in range(0, (n//2)+1):

        left\_char = s[i]

        right\_char = s[n - i - 1]

        if left\_char not in symmetric\_letters \

                or right\_char not in symmetric\_letters \

                or left\_char != right\_char:

            return "NO"

    return "YES"

if \_\_name\_\_ == "\_\_main\_\_":

    s = input()

    print(solve(s))

## Результат

### Вводные

AHA

### Вывод

![Изображение выглядит как текст
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Рисунок 4 – Результат

# Задание 5 «Карточные пирамиды» 1100

Карточная пирамида высоты 11 может быть построена с помощью двух карт, приставленных друг к другу. Для h>1h>1 карточная пирамида высоты hh может быть построена расположением карточной пирамиды высоты h−1h−1 на базе. База состоит из hh пирамидок высоты 11, поставленных в ряд, и h−1h−1 карты, лежащей сверху на них. Например, карточные пирамиды с высотами 11, 22 и 33 выглядят следующим образом:
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Изначально у вас есть nn карт и вы строите как можно более высокую пирамиду из этих карт. Если остались лишние карты, вы снова строите как можно более высокую пирамиду из оставшихся карт. Вы продолжаете этот процесс до тих пор, пока не станет невозможно построить какую-нибудь пирамиду. Сколько карточных пирамид вы построите?

**Входные данные**

Каждый тест состоит из нескольких тестовых случаев. Первая строка содержит единственное целое число tt (1≤t≤10001≤t≤1000) — количество тестовых случаев. Следующие tt строк содержат описания тестовых случаев.

Единственная строка описания каждого тестового случая содержит единственное целое число nn (1≤n≤1091≤n≤109) — количество карт.

Гарантируется, что сумма значений nn по всем тестовым случаям не превосходит 109109.

**Выходные данные**

Для каждого тестового случая выведите единственное целое число — количество карточных пирамид, которое вы построите в конце процесса.

## Код

import math

def solve(card\_counts):

    pyramids\_possible = list()

    for card\_count in card\_counts:

        total\_pyramids = 0

        while card\_count >= 2:

            highest\_pyramid\_height = (math.sqrt((6 \* card\_count) + 0.25) - 0.5)/3

            highest\_pyramid\_cards\_needed = cards\_needed\_for\_given\_height(int(highest\_pyramid\_height))

            if card\_count >= highest\_pyramid\_cards\_needed:

                card\_count -= highest\_pyramid\_cards\_needed

            else:

                break

            total\_pyramids += 1

        pyramids\_possible.append(total\_pyramids)

    return "\n".join(str(p) for p in pyramids\_possible)

def cards\_needed\_for\_given\_height(h):

    return (h \* ((3\*h) + 1))/2

if \_\_name\_\_ == "\_\_main\_\_":

    t = int(input())

    card\_counts = list()

    for \_t in range(0,t):

        card\_counts.append(int(input()))

    print(solve(card\_counts))

## Результат

### Ввод
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### Вывод
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Рисунок 5 – Выполнение программы